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## Overview

This document outlines the changes in the SON (Self-Organizing Network) impact analysis related to the node restructure of small cells within the T-Mobile network. It highlights the modifications in node locations, equipment representation, and cell naming conventions.

## Key Changes

1. Node Locations
   * Nodes are now created as distinct rings and sites, similar to other site types in the T-Mobile network.
   * BBU (Baseband Unit) equipment will no longer be represented as distinct ring and site records; instead, they are created under the hub site in its Cabinet Equipment table.
   * Sectors/cells will be positioned at their physical locations (node site).
2. Sector/Cell Representation
   * Current Naming Convention:Example: SITE ID – LA8035BA with cells represented by different sectors (1 to 3).
   * Proposed Naming Convention:SITE ID – LA8035BA will change for each node, with cells represented by the same sector.
3. Cell Naming Convention Details
   * The new naming convention will include attributes like sector ID, carrier count, technology, spectrum, and coverage type.
   * Examples of cell names:SE01001C\_A0GPA – GSM sector
4. Importance of Cell Naming Convention
   * Ensures data integrity and accurate classification of technology and coverage types from the start of development.
   * Simplifies reporting on deployed technology and mitigates risks associated with inaccurate classifications.
5. Coverage Type Identifiers
   * Coverage types are categorized into outdoor, indoor, and mixed/special.
   * Each coverage type has specific identifiers (e.g., A for Macro, Z for Micro).

## Conclusion

The restructuring of small cells within the SON framework is aimed at enhancing operational efficiency and accuracy in network management. The new naming conventions and representation strategies will facilitate better data integrity and reporting capabilities.

# T Document: CmManager Class

### 1. Overview

The CmManager class is designed to handle data retrieval for Configuration Management (CM) using SON SDK APIs. This class provides methods to retrieve various types of attributes (including child attributes) related to DNs (Distinguished Names), using both single-threaded and multi-threaded operations. It also supports chunking DN lists to optimize performance when dealing with large sets of DNs.

### 2. Purpose

The CmManager class facilitates interaction with the EMS (Element Management System) for retrieving attributes and child attributes of Configuration Management data. It provides an efficient way to process large DN lists by utilizing threading, ensuring the operation is optimized for both small and large datasets.

### 3. Dependencies

* enet\_ems.ems. EMSManager: This class is used to interact with the EMS to fetch attributes and child attributes.
* ThreadPoolExecutor: Used for executing functions in multiple threads for faster processing when enable\_multithread is set to True.
* tmo.chunk: This utility function is used for chunking the DN list for processing in batches, ensuring large sets are handled efficiently.

### 4. Key Attributes

* script\_data (object): Initialization data required for interacting with the EMS.
* ems (EMSManager): An instance of the EMSManager class used for managing operations in the EMS.
* enable\_multithread (bool): Flag to enable or disable multi-threading. The default is True, enabling multi-threading.
* dn\_chunk\_size (int): Defines the maximum size of DN chunks used for processing (default is 300).

### 5. Key Methods

#### 5.1 \_\_init\_\_(self, script\_data, enable\_multithread=True)

Purpose:  
Initializes an instance of the CmManager class. It sets up the script data, the EMS manager, and the multi-threading flag.

Parameters:

* script\_data (object): Data required for initialization, usually containing information such as region and other configurations.
* enable\_multithread (bool): A flag to enable multi-threading (default is True).

Example Usage:

cm\_manager = CmManager(script\_data)

#### 5.2 get\_attributes(self, dn\_list, parameter\_list, oss\_value=True)

Purpose:  
Retrieves attributes for a list of DNs (Distinguished Names).

Parameters:

* dn\_list (list): A list of DNs to retrieve attributes for.
* parameter\_list (list): A list of parameters (attributes) to fetch for each DN.
* oss\_value (bool): Whether to retrieve the value from OSS (default is True).

Returns:  
A dictionary where the keys are DNs and the values are the corresponding attributes.

Example Usage:

attributes = cm\_manager.get\_attributes(dn\_list, parameter\_list)

#### 5.3 get\_child\_attributes(self, dn\_list, mo\_list, param\_filter=None, value\_filter=None, oss\_value=True, return\_by\_dn=False, dn\_only=False)

Purpose:  
Retrieves child attributes for a list of DNs.

Parameters:

* dn\_list (list): A list of parent DNs to retrieve child attributes for.
* mo\_list (list): A list of Managed Object (MO) types to filter by.
* param\_filter (dict, optional): A filter to specify which attributes to fetch for each MO.
* value\_filter (dict, optional): A filter to specify attribute values to filter by.
* oss\_value (bool): Whether to retrieve the value from OSS (default is True).
* return\_by\_dn (bool): Whether to return the results grouped by DN (default is False).
* dn\_only (bool): If set to True, only child DNs will be returned.

Returns:  
A dictionary of child attributes for the given DNs.

Example Usage:

child\_attributes = cm\_manager.get\_child\_attributes(dn\_list, mo\_list)

#### 5.4 get\_child\_mo\_dns(self, dn\_list, mo\_list)

Purpose:  
Retrieves child DNs for a list of parent DNs.

Parameters:

* dn\_list (list): A list of parent DNs to retrieve child DNs for.
* mo\_list (list): A list of Managed Object types to filter by.

Returns:  
A list of child DNs.

Example Usage:

child\_dns = cm\_manager.get\_child\_mo\_dns(dn\_list, mo\_list)

#### 5.5 \_\_run\_in\_threads(self, func, dn\_list, \*\*kwargs)

Purpose:  
Executes a function in multiple threads to process a list of DNs in parallel.

Parameters:

* func (callable): The function to run in threads.
* dn\_list (list): The list of DNs to process.
* \*\*kwargs: Additional parameters to pass to the function.

Returns:  
A dictionary of results from the function executed in threads.

### 6. Example Usage

# Initialize CmManager

cm\_manager = CmManager(script\_data)

# Get attributes for a list of DNs

attributes = cm\_manager.get\_attributes(dn\_list, parameter\_list)

# Get child attributes for a list of DNs and filter by value

child\_attributes = cm\_manager.get\_child\_attributes(dn\_list, mo\_list, value\_filter={'keyId': 'CXC4012691'})

# Retrieve child DNs for parent DNs

child\_dns = cm\_manager.get\_child\_mo\_dns(dn\_list, mo\_list)

### 7. Multi-threading

By default, the class supports multi-threading to speed up the processing of large DN lists. You can disable multi-threading by setting enable\_multithread = False during initialization.

cm\_manager = CmManager(script\_data, enable\_multithread=False)

### 8. Error Handling

The class includes error handling, especially when calling external functions like get\_child\_attributes. If an exception is raised during processing, it is logged and the method gracefully returns an empty dictionary.

### 9. Performance Optimization

* DN Chunking: The DN list is chunked into smaller batches, typically of 300 DNs (can be adjusted if necessary), which helps in managing the performance when dealing with large sets of DNs.
* Multi-threading: If multi-threading is enabled, the tasks are split into smaller chunks, and each chunk is processed in parallel to improve performance.

### 10. Use Cases

* CM Data Retrieval: This class can be used in environments where Configuration Management data needs to be fetched for various network elements (DUs, CUs, cells, etc.) and their child attributes.
* Efficiency Needs: The multi-threading and DN chunking features make it suitable for large-scale networks where hundreds or thousands of DNs need to be processed efficiently.

### 11. Conclusion

The CmManager class is an efficient, multi-threaded tool designed for managing and retrieving Configuration Management data using the SON SDK APIs. By supporting both single-threaded and multi-threaded operations, as well as optimizing data processing through DN chunking, it ensures performance is maximized when working with large datasets.